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Abstract: Although the shipbuilding sector is expanding at a never-before-seen rate, ship owners and operators are eager to 

maximize their new boat investments so they can provide passengers with a unique experience. Technology makes this feasible 

by enabling operators to provide integrated services like cabin automation, check-in, and booking. The user can accomplish 

this while relaxing in their cabin. Over the past ten years, the cruise ship business has undergone significant change, and it faces 

significant obstacles in keeping up with market expansion and meeting the evolving needs of potential passengers. Starting 

with the plan and ending with the vessel’s commissioning, the process of building an underused vessel might take a very long 

period. As a result, shipbuilders and administrators face the enormous task of ensuring that contemporary ships will be practical 

for their planning needs throughout their lengthy benefits. Every component of the vessel must be selected with great care to 

ensure not just optimal utility but also future validation of the innovation. This paper aims to present the design of such a 

complex system architecture with an analysis of its interacting components as well as with the analysis of its corresponding 

development framework and its implementation details. 
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1. Introduction 

 

Shipbuilding is a challenging industry, and cruise lines and yards have to work closely together to find the most effective 

methods to avoid delays in the construction of their ships. The manufacturing of cabins is constrained by a great variety of 

constraints, the most notable of which are the thickness of the partition walls and the need to bring down the total weight, 

amongst many others. Because of this, it is vital to establish close coordination between operators, builders, and suppliers in 

order to provide the most ideal solution feasible in terms of design, cost, and reliability [7]. This may be accomplished by 

developing tight coordination. It is a helpful strategy to prepare mock-up cabins to test goods in a controlled environment that 

will reflect the conditions in which the gadgets will really be put. This is done to verify that the selected alternative can be 

implemented [8]. The sample room will be essential for determining whether the installation process is straightforward and for 

determining whether sufficient space is provided to house all of the electrical components [9]. This is because more complex 
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systems sometimes need extra installation space. When the partitions are just 30 millimetres thick, the depth of installation is 

usually a challenge [10]. Additionally, every layer of material added to the wall results in an increase in both cost and, maybe 

more crucially, the wall’s overall weight [11].  

 

The carbon footprint left by these marine giants is now the subject of intense scrutiny, and the reduction in weight has the 

potential to make a considerable contribution to the overall reduction in the use of fossil fuels. In the effort to bring down the 

overall ship weight, every component, such as the copper busbar that distributes electricity to the staterooms, is under close 

inspection [12]. However, to decrease power use and, consequently, reduce the cross-sectional area of the busbar or cables that 

are necessary to supply the cabins, certain power outlets may be turned off as part of the cabin automation system [13]. Even 

while the operators have no intention of preventing passengers from using the electronic gadgets of their choice while on board, 

they have no intention of doing so either [14]. This will lower the weight by an even greater amount while also saving money 

on the busbar and protection for the electrical circuit [15]. 

 

As soon as the issues with the construction have been fixed, it is time to shift attention to the user interfaces, which are going 

to be a significant part of the experience that the passengers will have [16]. When passengers board the ship, they will surely 

have a positive impression due to the ship’s attractive interior; however, having a control system that is well-designed and easy 

to use will help ensure that they keep having a positive image [17]. Because a cabin automation system that is too sophisticated 

would distract from the overall experience of the customer, all controls and convenience charging stations must be developed 

with usability in mind [18]. 

 

The normal length of a trip aboard a cruise ship is around seven days (two days are spent in hotels!!). Therefore, several different 

options for operating the system need to be provided, ranging from high technology, such as the use of the visitors’ mobile 

device, to the most fundamental option possible, which is a light switch [19]. The operators want their customers to be able to 

relax and enjoy their trip without being distracted by complicated control panels and systems that are more advanced than 

necessary [20]. The only things that the passengers should notice about the automated cabin are the perks, such as a soothing 

environment in which they can access all the controls with the push of a button and scenarios that can always establish the 

appropriate atmosphere [26]. Only by working as a team closely together and side by side can all design and development 

issues be addressed and the best and most effective solutions be discovered [27]. The challenges that were listed above are only 

a few of the problems that operators, shipbuilders, and suppliers face when beginning from scratch with a new vessel [28]. 

 

1.1. Scope of the Study and Related Research 

 

This study is mostly based on the qualitative research method. The paper identifies and investigates how designing and 

developing smart vehicles involving automation and IoT technologies, as well as modern software development frameworks, 

would be possible and how it will impact vehicle usage and the facilitation of users’ lives specifically [29]. After an introduction 

to the Internet of Things and all its applications, as well as an introduction to Automation principles and methods, an 

implementation is herein presented using Spring Boot, Angular, PostgreSQL, Docker, and Kubernetes software development 

frameworks and infrastructure [30]. 

 

In order to implement this type of automation, along with the standard networking functionalities, including security aspects, 

we have included different smart objects in the system design for different uses of automation, such as smart fan, smart window, 

smart door, smart light, smart garage door, fire alarm and different sensors [31]. All these objects are simulated in this project. 

The design of automation facilities and services in smart ships and vehicles integrates various technologies to enhance 

operational efficiency, security, and user experience [32]. This integration involves a multidisciplinary approach that combines 

IoT, DevOps practices, and advanced software frameworks, ensuring a cohesive and intelligent system [33]. 

 

1.1.1. Integration of Technologies 

 

• IoT and Smart Systems: IoT enables real-time data collection and monitoring, facilitating smarter decision-making 

in ship operations  [1]. 

• DevOps and CI/CD Pipelines: Utilizing Jenkins and Docker for continuous integration and deployment streamlines 

the development process, ensuring rapid updates and security patches  [2]. 

• Data Management: PostgreSQL serves as a robust database solution for managing the vast amounts of data generated 

by various subsystems, enhancing data accessibility and analysis [3]. 

 

1.1.2. Security Considerations 

 

• Cybersecurity Measures: Implementing security protocols is crucial to protect sensitive data and ensure the integrity 

of automated systems [34]. 
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• Collaborative Frameworks: The integration of connected systems, such as Automated Guided Vehicles (AGVs), 

enhances operational safety and efficiency in port logistics [4]. 

 

While the focus on automation and smart technologies is paramount, it is essential to consider the human factors and user 

experience in the design process, as these elements significantly influence the effectiveness of smart systems [5]. 

 

1.2. Overview and background of Internet of Things 

 

The ability of individual devices to interact with one another is a prerequisite for the Internet of Things (IoT) to become a reality 

[35]. This is why communication is the most essential element in its development. Unless one of these abilities is expressly 

needed by a gadget, all the other capabilities, such as detecting, manoeuvring, collecting, storing, and processing information, 

are completely useless [36]. 

 

 
 

Figure 1: IoT Communication Schema [21] 

 

However, to qualify as an Internet of Things device, a piece of hardware must be able to communicate with other devices [6]. 

Because physical and link layer communication in IoT may be performed in many different ways, the way this communication 

is conducted is not as important as it formerly was. Diagram 1 illustrates the fundamental framework behind how the Internet 

of Things operates and how devices connect [37]. Figure 1 depicts a typical use scenario as well as a potential solution for 

sharing an access point so that several users in a service region may connect to the Internet. In recent years, the primary trend 

of the Internet of Things (IoT) has been the accelerated creation of a large number of devices that can be linked to and controlled 

by the Internet [38]. Because there are so many different uses for IoT technology, the specifications of each device might vary 

widely from one another, while most of them have the same fundamental capabilities [39].  

 

First and foremost, interconnectivity is the defining trait of the Internet of Things (IoT), given that the foundation of the whole 

concept and notion behind it is the idea that everything should be able to be connected to everything else (despite the traffic 

going through different networks) [40]. What a machine or device can do, when it can do it, and how often it can do it are all 

limited by the efficiency of its central processing unit (CPU), memory, and power. Things-related services tackle issues 

revolving around devices that have these limitations [41]. 

 

• Things-related Services - It provides things-related services within the constraints of things, such as privacy and data 

interchange consistency between virtual and physical things [42]. 

• Heterogeneity - IoT devices have different hardware and use different networks, but even through different networks, 

they can still communicate with other devices [43]. 

 

Because there are many distinct protocols now in use, supporting heterogeneity is going to be one of the most difficult tasks. 

Interacting with a large number of devices across a variety of networks will be challenging from both a technical and a security 

point of view since protocols might change depending on which interface the device uses to connect (e.g., wide cellular radio, 

Ethernet, or Wi-Fi) (Figure 2).   
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Figure 2: Characteristics of IoT [22] 

 

Therefore, several standards are pertinent to the Internet of Things, such as privacy and data protection. If everything is 

connected, then there will be numerous security risks, which will make confidentiality, integrity, accessibility, and authenticity 

more significant–especially as more data and services will be available and as an increasing number of activities will depend 

on this information. If everything is connected, then everything will be connected [44]. If everything is connected, then 

everything will be connected. If everything is connected, then everything will be connected. Privacy is an essential component 

of security because the data gathered by a sensor, for instance, can include information that is very sensitive or personally 

identifiable [45]. Integrity has to be considered at every stage (sensing, storage, transmission, etc.), which means that Internet 

of Things security needs to be flexible enough to accommodate a wide variety of devices and networks [46]. 

 

• Dynamic changes - Device status may alter dynamically, so the number of devices may differ. (Device states: 

connected, disconnected, waking up, and sleeping) [47] 

• Enormous scale - The number of devices working and interacting will be greater than the number of devices on the 

existing Internet. Most of this communication will be device-to-device rather than device-to-human [48]. 

 

1.3. Principles and theory of automation 

 

Power is essential for each work that is to be conducted by an automated system, as such activities are expected to be useful. 

Even though there is a great deal of diverse types of power that may be accessed, the majority of the automated systems that 

are in use today make use of electricity as their source of power [49]. Electrical power is the most versatile form of power 

because it can be readily generated from other sources (such as fossil fuel, hydroelectric, solar, and nuclear power). It can also 

be readily converted into other forms of power (such as mechanical, hydraulic, and pneumatic power) in order to carry out 

useful work [50]. In addition, it is possible to store electrical energy in batteries that both have an elevated level of performance 

and a long lifespan (Figure 3). 

 

 
 

Figure 3: Automation process [23] 

 

Processing and placement are the two basic types of operations that automated systems typically conduct. Other activities that 

automated systems may do include transfer [51]. The first category is known as processing. (2) Transfer and placement are the 

second kind. In the first possible scenario, some entity undergoes some processing action because of energy being provided to 

it in order to do the action [52]. The process may include the bending of metal, the moulding of plastic, the switching of 
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electrical signals within a communication system, or the processing of data inside an information system that is managed by a 

computer [53]. All these operations require the expenditure of energy in order to move the thing (such as the metal, the plastic, 

the electrical impulses, or the data) from one state or condition into another state or condition that is superior in terms of its 

utility or value [54]. This movement can be thought of as moving the thing from a state in which it is less useful to a state in 

which it is more useful [55].  

 

The second kind of activity, which is referred to as transfer and placement, may most readily be seen in automated production 

systems that are designed to conduct work on a product [56]. In instances like these, the item being processed must be 

transported (transferred) from one area to another during the sequence of phases involved in the manufacturing process. When 

the product is being processed in several stages, it is often required to position the product exactly at each stage [57]. In the 

context of automated communications and information systems, the terms “transfer” and “positioning” refer, respectively, to 

the movement of data (or electrical signals) between the various processing units and the delivery of information to output 

terminals (such as printers, video display units, and so on) for human interpretation and application. In other words, “transfer” 

refers to the movement of data between the various processing units, while “positioning” refers to the delivery of information 

to the output terminals [58]. 

 

2. Methodology And the Integral Architecture of The Proposed Development Framework for The Project 

 

For this project, we have implemented different technologies and frameworks. For the backend, we have used Spring Boot 

integrated with the Angular framework frontend. The database is created in PostgreSQL, and CI/CD pipelines are created to 

test the code automatically. 

 

2.1. Spring Boot – Backend 

 

The Spring Framework includes a component known as Spring Boot. It is used to construct Spring-based applications that are 

stand-alone and production-grade with as little work as possible. The fundamental Spring Framework serves as the basis for its 

development [59]. The architecture of Spring Boot is tiered, and each layer interacts with the one right below or above it in the 

hierarchical structure [60]. Before we can handle the Spring Boot Architecture, we need to have a solid grasp of the many layers 

and classes that are included in it [61]. The following describes each of the four layers that make up Spring Boot in Figures 4 

and 5: 

 

 
 

Figure 4: Architecture of spring boot [24] 

 

Presentation Layer: The presentation layer is responsible for handling HTTP requests, converting JSON parameters to objects, 

authenticating requests, and then passing them on to the business layer. In a nutshell, it is made up of views, which are 

considered to be part of the front end. 

 

Business Layer: The business layer is responsible for managing all of the business logic. It takes advantage of the services 

offered by the underlying data access layers and is made up of service classes. Additionally, authorization and validation are 

carried out via it. 
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Layer of Persistence: The persistence layer is responsible for translating business objects from and to database rows. It also 

stores all the logic for storing data. 

 

Database Layer: Operations known as create, retrieve, update, and delete (CRUD) are carried out in this layer of the database. 

 

 
 

 

Figure 5: Architecture flow of spring boot [25]  

 

• Currently, we have access to view classes, validator classes, and utility classes. 

• Spring Boot takes advantage of all of Spring’s modules, such as Spring MVC and Spring Data, among others. The 

design of Spring Boot is identical to the architecture of Spring MVC, with one key difference being that Spring Boot 

does not need the use of classes denoted as DAO or DAOImpl. 

• Produces a data access layer and carries out CRUD operations on the data. 

• The client sends out HTTP requests (PUT or GET). 

• The request is sent to the controller, and the controller is responsible for mapping and handling the request once it is 

received. After that, it initiates a call to the service logic if necessary. 

• All the business logic operations are carried out at the service layer. It applies the logic to the data that is mapped to 

JPA using model classes and then retrieves the results. 

• The user will be given a JSP page to view if there are no errors throughout the process. 

 

2.2. Angular – Frontend 

 

A client application may be built with Angular using HTML and either JavaScript or another language, such as TypeScript, 

which compiles with JavaScript. The framework is formed of a number of libraries, some of which are required while others 

are elective. Composing HTML templates, building component classes to manage those templates, adding application logic in 

services, and enclosing components and services in modules are the steps involved in the development of an Angular application 

(Figure 6). 

 

 
 

Figure 6: Architecture of Angular 
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At this point, the application starts by bootstrapping the root module. Such application’s content will be shown in a browser by 

Angular, and it will react to user interactions in accordance with the instructions that the development team has supplied. For 

now, focus on the big picture. 

 

2.3. Infrastructure – Docker and Kubernetes 

 

When the Enable Kubernetes box is checked, the installation of a Kubernetes cluster with a single node is initiated when the 

Apply & Restart button is pressed. This is all that a developer requires (Figure 7). 

 

What precisely is going on behind the scenes? 

 

On the backend of the Docker Desktop and inside the virtual machine, the following events are triggered: 

 

• Download and installation of Kubernetes internal components. 

• Initialization of the cluster. 

• Installation of extra controllers for networking and storage. 

 

 
 

Figure 7: Architecture of Kubernetes 

 

2.3.1. Generating cluster certs, keys and config files 

 

When Kubernetes must establish authorized connections between its internal components and the outside world, it needs to use 

certificates and keys. Docker Desktop will take care of creating the necessary server and client certificates for the most 

important internal services, which include kubelet (the node manager), service account management, front proxy, API server, 

and etch components. Because Docker Desktop uses kubeadm to install Kubernetes, Docker Desktop must establish the 

kubeadm runtime and configure the cluster-wide settings. This configuration contains the topology of the cluster’s network, 

certificates, and the endpoint of the control plane, among other things. It employs a naming scheme that is unique to Docker 

Desktop and is not modifiable by the user. At the same time, the global endpoint of the cluster is utilizing the DNS name. 

https://kubernetes.docker.internal:6443, the current context, user, and cluster names are always set to docker-desktop. The 

Kubernetes control plane is linked to the default port, which is 6443. Communication with the control plane is made easier 

since Docker Desktop forwards this port on the host, just as it would be if the control plane were installed directly on the host. 

134



Vol.1, No.3, 2024  

 

2.4. CI/CD Jenkins 

 

• The phrases “continuous delivery and development” (CI/CD) and “continuous integration” (CI) are synonymous and 

may be used interchangeably. 

• It is an element of the workflow for DevOps, and it is responsible for the generation of application delivery pipelines 

that are more effective thanks to continuous testing, integration, deployment, and updating of code. 

• Continuous Integration and Continuous Delivery are essential aspects of cloud computing, and Microservices and 

Containerization make it feasible to perform these processes more efficiently. 

• Continuous Integration and Continuous Delivery as a Service give service providers the ability to develop automated 

pipelines that companies can then construct on top of. 

 

3. The Detailed Implementation Framework  

 

For the implementation of this study project, we have used different technologies to develop it. Using Spring boot and Angular, 

the backend and front end run in perfect condition. In the following subsection, we present first the architecture of the 

implementation framework using UML analysis and diagrams. Here’s a comprehensive structure for the system under design. 

 

3.1. UML-Based Design of The Proposed Integral System 

 

The Security module is essential for maintaining the integrity and protection of systems. It consists of the Authentication, 

Authorization, and EncryptionService classes. The authentication class interacts with the authorization class to validate user 

permissions and ensure secure access to resources. The Encryption Service enhances data security by enabling robust encryption 

mechanisms. In the Docker ecosystem, the Container class relies on the Image class to provide the necessary environment for 

application deployment. The Volume class is closely associated with the Container to handle persistent storage, while the 

Network class facilitates communication between containers, ensuring seamless connectivity within the Docker environment. 

The Server module includes the HTTPServer and WebSocketServer classes, which are responsible for handling different types 

of client requests. Both server classes interact with the Controller class to manage and respond to incoming requests, ensuring 

efficient and scalable server operations. 

 

Jenkins is a vital component in DevOps processes, consisting of the Pipeline, Job, and Build classes. The Job class triggers a 

Build within the Pipeline, facilitating automated software development, testing, and deployment workflows. The IoT domain 

includes the Sensor, Actuator, and Gateway classes. The Sensor class sends data to the Gateway, while the Actuator class 

receives commands from the Gateway to perform specific actions. This interaction enables seamless communication and 

automation within IoT ecosystems. In Angular applications, the Component, Service, and Module classes are pivotal. The 

Component class utilizes the Service class to perform business logic, while the Module class aggregates multiple Components 

and Services, creating a modular and maintainable application structure. 

 

Spring Boot operates on the principle of layered architecture with Controller, Service, and Repository classes. The Controller 

class interacts with the Service class to handle business logic, while the Service class communicates with the Repository class 

to perform database operations. The Simulator module includes the SimulationEngine, Scenario, and Result classes. The 

Scenario class runs within the SimulationEngine, which processes the simulation and outputs the Result. This module is integral 

for modelling and analyzing complex systems. The PostgreSQL database system incorporates the Database, Table, and Query 

classes. The Table resides within the database, and the Query class operates on the Table to retrieve or manipulate data, ensuring 

efficient data management. The Controller module comprises the Command and Response classes. The Command class 

generates a Response based on the instructions provided, facilitating streamlined communication between system components. 

 

In Pipelines, the Task, Stage, and Step classes define the workflow. Each task consists of multiple Stages, and each stage 

includes several Steps, creating a structured and efficient process for executing operations. The DevOps module integrates 

CI/CD, Monitoring, and Logging classes. The CI/CD class collaborates with Jenkins to automate build and deployment 

pipelines while also utilizing Monitoring and Logging for performance tracking and issue resolution. For Smart Vehicles, the 

VehicleController, NavigationSystem, Sensor, and Actuator classes work together to manage vehicle operations. The 

VehicleController communicates with the NavigationSystem for route guidance and interacts with Sensors and Actuators for 

data collection and action execution. Finally, Kubernetes comprises the Cluster, Node, Pod, and Service classes. The cluster 

manages multiple Nodes, which host several Pods. The Pods are exposed through a Service, enabling efficient container 

orchestration and scalability. This comprehensive integration of components and relationships across domains like security, 

IoT, DevOps, and smart systems demonstrates the interconnected nature of modern technology ecosystems. Here’s a simplified 

representation of how these components might be related (Figure 8): 
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+------------------+      +------------------+ 

|    Controller    |<---->|      Server      | 

+------------------+      +------------------+ 

^                     ^ 

|                     | 

+----------+---------+   +-------+-------+ 

|     Jenkins        |   |     IoT       | 

+--------------------+   +---------------+ 

^                     ^ 

|                     | 

+----------+---------+   +-------+-------+ 

|     Security       |   |    Docker     | 

+--------------------+   +---------------+ 

^                     ^ 

|                     | 

+----------+---------+   +-------+-------+ 

|   Spring Boot      |   |   PostgreSQL  | 

+--------------------+   +---------------+ 

^                     ^ 

|                     | 

+----------+---------+   +-------+-------+ 

|   Angular          |   |    Simulator       | 

+--------------------+   +---------------+ 

^                     ^ 

|                     | 

+----------+---------+   +-------+-------+ 

|   Pipelines        |   |   DevOps      | 

+--------------------+   +---------------+ 

^                     ^ 

|                     | 

+----------+---------+   +-------+-------+ 

|   Smart Vehicles   |   |  Kubernetes   | 

+--------------------+   +---------------+ 

 

 

Figure 8: UML activity diagram as a flow chart in steps  

 

Activity Diagram: Automation Facilities and Services Integration 

 

Start 

 

Security Authentication 

• Action: User logs in. 

• Action: System verifies credentials. 

Initialize Docker Containers 

• Action: Docker containers are started. 

• Action: Necessary images are pulled and built. 

Server Setup 

• Action: Start HTTP Server. 

• Action: Start WebSocket Server. 

Jenkins Pipeline Execution 

• Action: Trigger Jenkins job. 

• Action: Execute build and deploy steps. 

IoT Device Initialization 

• Action: Sensors and Actuators are initialized. 

• Action: Gateway establishes communication. 

Angular Frontend Setup 

• Action: Load Angular modules. 
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• Action: Initialize components and services. 

Spring Boot Backend Setup 

• Action: Initialize Controllers. 

• Action: Start Services and Repositories. 

Simulation Engine Execution 

• Action: Load simulation scenarios. 

• Action: Run the simulation engine. 

Database Connection 

• Action: Connect to the PostgreSQL database. 

• Action: Load data tables. 

Controller Command Execution 

• Action: Execute command. 

• Action: Generate a response. 

Pipeline Execution (CI/CD) 

• Action: Execute CI/CD pipeline. 

• Action: Monitor pipeline execution. 

DevOps Monitoring and Logging 

• Action: Monitor system performance. 

• Action: Log system events. 

Smart Vehicle Control 

• Action: Vehicle Controller sends commands. 

• Action: Navigation System processes inputs. 

• Action: Sensors and Actuators respond to commands. 

Kubernetes Cluster Management 

• Action: Manage Kubernetes cluster. 

• Action: Scale pods and services. 

End 

 

4. Discussion of the Design and Results 

 

Integration of Security: The integration of security components, including authentication, authorization, and encryption 

services, ensured robust protection for all interactions within the system. By validating user credentials and permissions, the 

security mechanisms prevented unauthorized access, safeguarding sensitive data and critical operations. Encryption services 

further enhanced data integrity and confidentiality, which is crucial in environments like ships and smart vehicles where data 

breaches can have severe consequences. 

 

Docker Containerization: Docker’s containerization allowed for efficient deployment and management of services. 

Containers encapsulated the various components, such as the server, Jenkins, and Spring Boot applications, providing isolated 

and consistent environments. This modular approach facilitated smooth updates and scaling of individual services without 

impacting others, thus enhancing the system’s overall reliability and maintainability. 

 

Server Operations: The deployment of HTTP and WebSocket servers enabled seamless communication between different 

components. The HTTP server handled RESTful API requests, while the WebSocket server supported real-time data transfer, 

which is essential for responsive interactions in smart vehicles and automation systems on ships. This dual-server setup ensured 

optimal performance and user experience. 

 

Jenkins Pipeline Automation: Jenkins played a pivotal role in automating the CI/CD pipeline. By integrating Jenkins, the 

system could automatically build, test, and deploy updates, significantly reducing manual intervention and errors. This 

automation streamlined the development process, ensuring that new features and fixes were rapidly and reliably deployed, 

keeping the system up-to-date and functional. 

 

IoT Integration: The incorporation of IoT devices, such as sensors and actuators, provided real-time monitoring and control 

capabilities. These devices communicated through gateways, enabling the central system to gather data and execute commands 

efficiently. The real-time nature of IoT integration is particularly valuable in dynamic environments like ships and smart 

vehicles, where conditions can change rapidly. 

Angular Frontend Development: Using Angular for the front end ensured a dynamic and responsive user interface. The 

framework’s modular structure and component-based architecture facilitated the development of a user-friendly and intuitive 
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interface. This was crucial for enabling operators and users to interact with the system efficiently, whether for monitoring or 

controlling various functions. 

 

Spring Boot Backend Development: Spring Boot was instrumental in developing the backend services. Its robust framework 

provided a seamless environment for creating RESTful services and managing business logic. The integration of Spring Boot 

ensured that the backend was scalable, secure, and easy to maintain, which is essential for complex systems with numerous 

interconnected services. 

 

Simulation Capabilities: The simulation engine allowed for testing various scenarios and conditions, providing insights into 

system behaviour and performance. This capability is vital for both ships and smart vehicles, where predicting and preparing 

for different operational situations can enhance safety and efficiency. The simulation results informed improvements and 

optimizations, ensuring the system’s robustness. 

 

PostgreSQL Database Management: PostgreSQL served as the backbone for data storage and retrieval, handling the vast 

amounts of data generated and used by the system. Its reliability and performance ensured that data was stored securely and 

could be accessed efficiently. The use of PostgreSQL supports complex queries and data analysis, which are essential for 

monitoring and decision-making processes. 

 

Controller Command Execution: The controller facilitated command execution and response generation, enabling the system 

to interact with various components and execute tasks. This central command functionality ensured coordinated operations and 

effective control over all integrated services, enhancing overall system performance and reliability. 

 

Pipelines and DevOps: The pipelines managed by Jenkins and other DevOps tools ensured continuous integration and delivery 

of updates. The monitoring and logging functionalities provided by DevOps tools helped maintain system health and 

performance, identifying and addressing issues promptly. This continuous improvement cycle kept the system agile and 

adaptive to new requirements and challenges. 

 

Smart Vehicle Control: The smart vehicle control components, including the Vehicle Controller and Navigation System, 

ensured precise control and navigation capabilities. The integration with sensors and actuators provided real-time feedback and 

adjustments, enhancing the vehicle’s responsiveness and safety. This comprehensive control system is crucial for the 

autonomous operation of smart vehicles. 

 

Kubernetes Management: Kubernetes facilitated the orchestration and management of containers, ensuring that the system 

could scale and adapt to changing demands. The clustering capabilities of Kubernetes provided high availability and fault 

tolerance, ensuring that the system remained operational even in the face of hardware or software failures. 

 

5. Conclusions 

 

In summary, the Internet of Objects (IoT) is a notion that aims to link the digital world of information technology with the 

physical world of actual things. Technologies like RFID, sensors, and detectors have made our lives much better and more 

pleasant. The Internet of Things has the potential to significantly increase data accessibility in every industry around the world, 

and it will almost certainly cause companies and organizations to undergo fundamental change. As a result, figuring out ways 

to put the Internet of Things capabilities to use is expected to contribute to the strategic objectives of most technology 

businesses, regardless of the industries in which they specialize. The concept of the Internet of Things, as well as making it 

feasible to depict, comprehend and implement the simulation and create the automated IoT devices, were all aspects of the 

study that addressed the topic and worked toward the aim. To demonstrate how the Internet of Things (IoT) can assist businesses 

and other organizations in managing a variety of risks, the primary objective was to provide a fundamental illustration of how 

IoT can be utilized to assist during times of fire emergency or even during a break-in at the time. At the conclusion of this study, 

every one of the issues that we have posed has been addressed, and an IoT spring boot simulation has been created. The 

integration of these diverse components into a cohesive system demonstrated the power of modern automation technologies. 

Each component played a critical role in ensuring the system’s functionality, security, and performance. The results highlighted 

the importance of a well-orchestrated approach to integrating various technologies, ensuring that they work harmoniously to 

achieve the desired outcomes. This comprehensive integration sets a strong foundation for advanced automation in ships and 

smart vehicles, paving the way for future innovations and enhancements. 
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